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Abstract- An overview of the more common system development 
process models used to guide the system analysis, design 
development and maintenance of information. Generally we 
have many different techniques and methods used to software 
development life cycle. Project and most real word models are 
customized adaptations of the generic models while each is  
designed for a specific purpose or reason, most have similar 
goals and share many common tasks. This paper will explore the 
similarities and difference among these various models and also 
discovery new process models.  
 
Index Terms- process model, Rup, and v process model,  B&F 
model, F-model. 
           

I.INTRODUCTION 
“Software process model is an abstract representation of a 
software process” [1].Each process model represents a 
process from particular prospective, and thus provides only 
partial information about that process [1].The development 
life cycle of software comprises of four major stages namely 
Requirement Elicitation, Designing, Coding, Testing. A 
software process model is the basic frame work which gives a 
workflow from one stage to the next. This workflow is a 
guideline for successful planning, organization and final 
execution of the software project. A project model is chooses 
by keeping in view the nature of project, tools to be used and 
discovered by that are required [2].A software process is a 
sequence of tasks intended to produce a high quality software 
product on time and with in budget [3].A software 
development process is structure imposed on the 
development of a software product. Similar terms include 
software life cycle and software process. There are several 
models for each process, each describing approaches to a 
variety of tasks or activities that task place during the 
process, some people consider a life cycle model a more 
general terms and a software development process a more 
specific term. 
 

II.EXISTING SOFTWARE PROCESS MODELS 
  Listed below are some traditional and most commonly used 
software process models: 
A. Concurrent Engineering  Model: 
The concurrent development model sometimes called 
concurrent engineering model can be represented 
schematically as a series of frame work activities, software 
engineering action and task, and their associated status [4]. 

Provide a schematic representation of one software 
engineering task with in the modeling activities for the 
concurrent process model. The activity-modeling may be in 
any one of the states noted at any given time. Similarly, other 
activities or task can be represented in an analogous manner. 
All activities exist concurrently but reside in different states 
.its first iteration and exist in the waiting changes state. The 
modeling activities which existed in the none state while 
initial communication was completed, now makes a transition 
into the under development state. if, however, the customer 
indicates that changes in requirements must be made, the 
modeling activities moves from the under development states 
into the awaiting changes states. The concurrent process 
model defines a series of events that will trigger transition 
from state to state for each of the software engineering 
activities, actions, or tasks. The concurrent model is 
applicable to all types of software development and provides 
an accurate picture of the current state of a project. Rather 
than confining software engineering activities, actions, or 
task on the network exists simultaneously with other 
activities, actions, or tasks. Events generated at one point in 
the process network trigger transitions among the states. 
The identified drawbacks of the process are: 
o The SRS must be continually updated to reflect changes. 
o It requires discipline to avoid adding too many new 

features too late in the project. 
 

   B.  The V-Model: 
The V-Model [5] is an extension to the water model in that it 
does not follow a sequence model of execution rather it bends 
up word after the coding phase to form v-shape it bends 
upward after the coding phase to form v-shape. 
It has the following drawbacks: 
o It addresses software development within a project rather 

than a whole organization. 
o The v-model    is not    complete as it argues to be as it 

covers all activities at too an abstract level.    
 

C. Build and Fix Model: 
The evolution of software process models began its journey 
from the most primeval process model namely the “Build and 
Fix” model [8].  
This model constitutes two basic steps: 
       1. Writing the Code 
       2. Fixing Problems in the code. 
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To give a clearer picture of its flaws, some important points 
are listed below: 
o Does not follow any proven method. 
o Its working included, first coding then moving towards   

other stages. Due to which the resulting product had a 
structure which often   did not meet the requirements   of 
the user consequently ending up in either Project 
termination redevelopment which was highly expensive 
[7]. 

o Due to a number of fixes, the resulting code had a poor 
structure also these fixes were highly expensive when 
addressed late in the development process. This was due 
to the    absence of a detailed design phase before the 
coding phase [8]. 

o Not suitable for environment where changes are dynamic 
in    nature [4] . 

o The model handled lightly the testing phase after coding 
the basic requirements. This eventually led slipping of 
numerous undiscovered errors in the code; weakening its 
output [3]. 
 

   D. Rapid Application Development Model: 
The RAD model [9] is an adaptation of the classical model 
for achieving rapid development using component based 
construction. If requirements are well understood with a well 
constrained project scope, the RAD process enables delivery 
of the fully function system. The model is considered to be 
incremental development model and that have emphasis on 
short development cycle.  
Rapid Application Development has following drawbacks:  
o Reduced features occur due to time boxing, where 

features are delayed to later versions in order to deliver 
basic functionality within abbreviated time. 

o Reduced scalability occurs because a RAD developed 
application starts as a prototype and evolves into a 
finished application using existing component and their 
integration. 

o RAD, for large projects, requires a sufficient number of 
human resources also requiring       existence of 
components for reuse. 

o Also RAD is not suitable for all types of application 
development [9].              

o High technical risks discourage RAD use. This is 
because use of new technology in software is difficult in 
a changing global software market [9]. 

 
 E. Waterfall Process Model: 
The Classical Life Cycle or the Waterfall Process Model [4] 
was the first process model to present a sequential 
framework, describing basic stages that are mandatory for a 
successful software development model. It formed the basis 
for most software development standards and consists of the 
following phases: Requirements elicitation, Designing, 
Implementation and Testing. The model restricted software 
engineers to follow a Sequential order moving from one stage 
to the next only after the completion of the former.  
 Listed below are some flaws: 

o Rigid design and inflexible procedure. 
o Restricting back & forth movement from a later stage to 

a former one.  
o When new     requirements   surface accommodating 

those   with existing ones become     difficult due to 
restrictions in looping  back  to prior stages. 

o Waterfall Model faced “inflexible point solutions” 
which meant that even small  amendments in the design 
were difficult to incorporate later in design phase. 

o As the requirements were frozen before moving to the 
design phase, using the    incomplete set of requirement, 
a complete design was worked on. Such an approach 
worked normally well for a small project   requiring 
average amendments. In case of a large project, 
completing a phase and then    moving back to 
reconstruct the same phase, incurred a large overhead.  

o Once a phase is done, it is not repeated   again that is 
movement in the    waterfall goes one  to the next and the 
vice versa is not    supported. Deadlines are difficult to 
me in   case   of large projects [7].  

 
F.    Rational Unified Process: 
The RUP [1] provides dynamic, static and practice 
perspectives of a product. The RUP provides each team 
member with the guidelines, templates and tool mentors 
necessary for the entire team to take full advantage of the best 
practices. The software lifecycle is broken into cycles, each 
cycle working on a new generation of the product. This 
phased model identifies four discrete phases: 
o Inception phase 
o Elaboration phase 
o Construction phase 
o Transition phase 
 
The identified drawbacks of the process are:   
o Each phase has a milestone which needs to be satisfied 

for the next particular phase to start. 
o If the respective milestone of the particular phase is not 

satisfied the entire project might get cancelled or re-
engineered before                 proceeding further. 

o  The satisfaction criteria of a particular milestone has its 
own constraints and are not listed specifically [6]. 
 

G. The Formal model: 
The formal methods model encompasses a set of activities 
that leads to formal mathematical specification of computer 
software formal methods enable a software engineer to 
specify, develop, and verify a computer-based system by 
applying a rigorous. When formal methods are used during 
development, they provide a mechanism for eliminating 
many of the problem that are difficult to overcome using 
other software engineering       cardiogram  
These identified drawbacks of the process are: 
o The development of formal models is currently quite 

time consuming and expensive 
o It is difficult to use the models as a communication 

mechanism for technically unsophisticated customers.  
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III. CONFIDENT SOFTWARE DEVELOPMENT 
PROCESS MODEL 

The Confident process model which we have proposed has 
seven phases, namely; Feasibility study/Requirement, 
Requirement Based  Analysis, Logical Design, Confident 
Code, Logical Testing, Implementation & Deployment, and 
Maintenance. It is a flexible model not restricting the 
developers enabling them to move both Front and back from 
any given stage to any other stage during its lifecycle. Each 
phase is further divided into sub phases, each specifying a 
criterion which has to be met to move to the next phase. This 
criterion also points out which phase to back track in case of 
failure. The model starts with the Feasibility Study/ 
Requirement and Analysis phase in which requirements are 
gathered as well as validated by the user. Next phase inline is 
the Logical Design, We will design our software .Next phase 
Confident Code, we will write code confident manner. Next 
phase Logical Testing phase in which 
we will  testing software after coding. Next phase , 
Deployment  ,it’s last phase ,our software and later on it is 
tested and is validated by the user. But meanwhile if some of 
the requirements changes or new requirements surface during 
this phase, then we can loop back to requirement phase to 
accommodate new requirements with the existing one. 
Following this phase is the Implementation and Deployment 
phase which ultimately leads to Maintenance Phase. 
 

Figure 1: 
   

 
 
A. Identify Requirements & Requirement Based    
Analysis(IR&RBA): 
First, Feasibility study, System Based Requirement and 
Model Based Requirement, Identify requirements and are 
divided into “Must have” and “Should have” requirements as 
shown in fig. 2. The “Must have” requirements are those 
which are most important to the system and must be the part 
of the system. These mandatory requirements are expected to 
be implemented in the first version itself. While “Should 

have” requirement are those which have lesser priority owing 
to trivial implementation their they are delayed till later 
versions.”Should have” requirements are equally important 
and   must not be left out in later versions. We have divided 
requirements to have more and more focus on the “Must 
have” requirements, and also to make our work simple and 
easier to carry out. The requirements are then initially 
Verification and validated by the user and we are left with the 
refined requirements only. Initial Verification and Validation 
by the user will ensure whether or not the developer is going 
in the right direction and that all the concerned parties are 
committed with the requirements being gathered. The refined 
requirements are also revalidated again by the user in the 
Final Validation step to get the clear and obvious picture of 
the user requirements. Then all the requirements i.e. “Must 
have” and “Should have” are integrated to have the overall 
scenario of requirements for the software. 
 

 
Figure 2: Identify Requirement &Requirement Based 

Analysis 
 
            B.  Logical Design with Validation: 
Beginning of Design phase is marked by the existence of an 
Initial Architectural Model. Architecture Model consists of 
all basic modules that our system will have. The next step is 
the Risk Analysis and Risk Resolution of the Architectural 
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Model in the Designing phase. A risk [10] is a potential for 
loss or damage to development of the software from 
materialized threats. Risk Analysis attempts to identify all the 
risks and then quantify the severity of the risks. If it occurs, it 
exploits vulnerability in the security of a computer based 
system. Here, different risks involved are identified and 
resolved ensuring secure development and advancement of 
the design towards its deliverable version. This step leads to 
achievement of a Design. Following this step is the Model 
Validation step. Here the identified Architectural Model is 
validated ensuring all basic modules have been covered. The 
validation’s major objective is to ensure that all concerned 
parties are equally satisfied by the output. Once the design is 
validated and is found to be up to the mark, next step is to 
give a more detailed complete Design Fig 3. 
Each Validation sub phase in Design phase commands 
fulfillment of a certain criteria. Criteria fulfillment allows 
moving downward/ forward in the flow towards the next 
phase whereas criteria non-fulfillment restricts moving 
forward and loops back to the phase decided by the criteria. 
The flow works its way all the way back towards the phase it 
looped back from. The criteria fulfillment is tested again and 
next decision is taken accordingly. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
 

Figure 3: Logical Design & Testing 
 
C. Code &Deployment: 
The first sub phase of code & Deployment is Coding. Next 
this coding is analyzed for Risks (if any) and their 
Resolution. Risk Analysis and Resolution (if any) like 
technology risk, platform risk, programming language risk, 
and last but not least the cost risk. Then, whole system is 
tested; here the System Testing is involved. System testing of 
software is testing conducted on a complete, integrated 
system to evaluate the system's compliance with its specified 
requirements. System testing falls within the scope of black 

box testing, and as such, should require no knowledge of the 
inner design of the code or logic. [16] Now, the software is 
validated and verified by the concerned authority. After 
which the system is deployed. Deployment should be 
interpreted as a general process that has to be customized 
according to specific requirements or characteristics. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

 
 
 
 

Figure 4: Confident Code & Deployment 
 
D. Maintenance: 
Maintenance refers to modification in the product after 
delivery, to correct errors or to improve the performance. 
Maintenance phase in our model may include many activities 
like creation of management plan, analysis of the problem 
process. It includes other activities like coding of 
modification, checking whether the software conforms to 
particular environment or not whatever is needed. 
 

IV.CONCLUSION 
Waterfall assumes all upcoming requirements to be frozen 
and to be accommodated in later versions of the product. In 
Confident Model, we haven’t frozen requirement phase, one 
can move easily from design phase to requirement phase if a 
new requirement(s) surfaces. We can easily incorporate small 
to large changes in any phase. Unlike Evolutionary Model, 
Confident Model does not include users involvement at every 
step rather users are involved only when there are critical 
assessments to be made. In prototype model, the user is 
provided with the demo of the system. The user suggestions 
and feedback are used to incorporate new requirements and 
correct existing ones. This ultimately ends up in not knowing 
in advance how long it will take to complete a project. 
 

Initial Architectural Model

Requirement Based 
Analysis 

Logical Design 

Validation 

Complete Design 

Risk Analysis and 

Resolution 

Logical Testing 

Verification Validation

Deployment 

Confident Code
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